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ABSTRACT  

This research paper explore the concept of data persistence in Android applications using Room database. In the 

dynamic landscape of mobile app development, ensuring efficient storage and retrieval of data is crucial for 

providing a seamless user experience. Room database, a powerful library provided by Android Jetpack, offers a 

robust solution for managing app's local database. The study delves into the key features and benefits of Room 

database, including its support for object-relational mapping (ORM) and simplified SQLite database interactions. 

By analyzing the working principles and implementation strategies of Room, this research aims to provide 

developers with insights into optimizing data persistence in Android applications. Additionally, the paper discusses 

practical examples and best practices for integrating Room database into Android projects, highlighting its role in 

enhancing data management capabilities and improving overall app performance. By examining the impact of 

Room database on data persistence in Android apps, this research contributes to the ongoing discourse on efficient 

storage solutions for mobile applications 
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1. INTRODUCTION 

In the realm of Android application development, the need for efficient data persistence mechanisms has become 

increasingly paramount. The ability to store and manage data locally is crucial for ensuring seamless user 

interactions and consistent app performance. One of the key technologies that address this challenge is Room 

database, a part of Android Jetpack that simplifies the process of working with SQLite databases in Android 

applications. This research focuses on exploring the concept of data persistence in Android using Room database, 

with the aim of understanding its features, benefits, and implementation strategies. By delving into the intricacies 

of Room database and its impact on data management in Android apps, this study seeks to provide valuable insights 

for developers looking to optimize data persistence in their projects. Through a examination of Room database, this 

research aims to shed light on the significance of effective data storage solutions in enhancing the overall user 

experience of Android applications. 

1.1 Dependencies  

In Android development, a dependency is a specific external library or module that your project relies on to 

function properly. Dependencies are required in Android development to leverage existing code and functionalities 

that are not provided by the core Android framework. By including dependencies in your project, you can access 

pre-written code that helps you accomplish common tasks more efficiently, such as networking, database 

operations, user interface design, and more. Dependencies also promote code reusability, reduce development time, 

and enable you to take advantage of advanced features without having to build them from scratch. In essence, 

dependencies in Android are essential for expanding the capabilities of your application, maintaining code quality, 

and integrating third-party tools and services seamlessly. 
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Implementation "androidx.room:room-runtime:2.5.2" 

implementation "androidx.room:room-ktx:2.5.2" 

annotationProcessor "androidx.room:room-compiler:2.5.2" 

kapt "androidx.room:room-compiler:2.5.2" 

 

1.2 Database class 

In Room, the Database class serves as the core component that orchestrates the interaction between app's data 

entities and the underlying SQLite database. It acts as the main entry point for accessing the database and defining 

its configuration. The Database class is typically annotated with the @Database annotation, where specify the 

entities it manages, the database version, and any migration strategies 

1.3 Data Entities 

In Room database, data entities represent the structure of the database tables. Each data entity class matches a table 

in the SQLite database and includes fields that correspond to columns in the table. Data entities are typically 

annotated with the @Entity annotation to define them as persistent entities in the database. These entity classes in 

Room can include fields to represent the columns in the database table, as well as annotations to specify primary 

keys, indices, and relationships with other entities. By defining data entities in Room, establish a clear mapping 

between Java/Kotlin objects and the underlying database schema, making it easier to interact with and manipulate 

database records. Data entities play a crucial role in Room database as they serve as the blueprint for creating, 

querying, and updating data in your Android application. They help maintain the integrity of your database 

structure, provide a standardized way to define and manage data models, and simplify the process of working with 

relational data in your app. 

     1.4 Dao 

 In Room database, a Data Access Object (DAO) is an interface or abstract class that provides methods for 

interacting with the database. DAOs in Room serve as the bridge between your app's data entities and the 

underlying database operations. By defining DAOs, you encapsulate the database queries and operations in a 

structured way, making it easier to access and manipulate data within your Android application. DAOs typically 

contain methods for performing CRUD (Create, Read, Update, Delete) operations on the database tables associated 

with your data entities. These methods are annotated with specific annotations such as @Insert, @Update, 

@Delete, and @Query to specify the SQL operations they represent. When define DAO interfaces in Room, Room 

automatically generates the necessary implementation code at compile time, simplifying the database interaction 

process. Overall, DAOs play a crucial role in Room database by providing a clean and organized way to access and 

manage database operations. They help abstract the database logic from the rest of your application code, promote 

separation of concerns, and facilitate efficient data manipulation within your Android app. 

2. Literature Review 

Prior studies have been found that there are many research work is available for database. Hina Hussain., et al.   [1] 

did comparison of different database SQL Lite, ObjectBox, RoomDB. Sena Zincircioğlu Huawei Developer [7] did 

Comparison of RoomDB and SQL Lite Database the. Chen, Y., et al. [3] compares different approaches for 

managing concurrency in Android Room databases, focusing on techniques to ensure data integrity and consistency 

when multiple processes or threads access the database simultaneously. It may delve into strategies like locking 

mechanisms or transaction management. Yao, L., et al. [2] explores how to optimize performance of databases 

within Android applications. It likely discusses techniques such as indexing, query optimization, and efficient data 

retrieval to improve the overall responsiveness of applications reliant on database operations. Kumar, A., et al. [4] 

investigates strategies to facilitate smooth migration processes when modifying the schema of Room databases in 
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Android applications. It likely covers techniques to handle schema changes without losing data or disrupting app 

functionality, such as versioning and migration scripts. Li, X., et al. [6] compares various encryption techniques for 

securing data stored in Android Room databases. It likely evaluates different encrypt ion algorithms, key 

management strategies, and performance implications to provide insights into the most effective approaches for 

ensuring data security in Android applications. 

 

 

3. Proposed Work 

The Problem with the Plain SQL is that it doesn’t perform compile time verification of query. The RoomDB ORM 

based database solved this problem by performing the compile time verification and eliminate the runtime errors. In 

Plain SQL data manipulation is performed using Queries on the hand RoomDB provides methods to manipulate 

data directly on objects. In Plain SQL data modelling involves creating tables, specifying constraints, there is need 

to define database schema and write SQL statement and modify tables. RoomDB use object-oriented modeling to 

define data structures. Android app Developers define classes or models that represent database tables and the 

RoomDB framework handles the creation and modification of tables  

4. Implementation 

Implementing a Room database in an Android application typically involves several steps 

4.1 Add Room Library Dependency: 

Ensure that project's build.gradle file includes the Room library dependency, add it by specifying the Room 

dependency in the dependencies block: 

 

                                        Figure 1 Gradle Dependencies 
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4.2 Define Entity Classes: 

Create one or more entity classes to represent data tables. Annotate these classes with @Entity and define fields for 

each column in database table. 

 

                                   Figure 2 Data Entity Class 

4.3 Create Data Access Objects (DAOs): 

Define Data Access Object interfaces to interact with the database. Annotate these interfaces with @Dao and 

declare methods to perform database operations such as insert, update, delete, and query. 

 

                                       Figure 3 Data Access Object(DAO) 
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4.4 Create Database Class: 

Create an abstract class that extends RoomDatabase. Annotate this class with @Database and define the entities it 

contains and the database version. Provide an abstract method that returns an instance of each DAO. For example: 

 

                                    Figure 4  Data Class 

4.5 Perform CRUD Operation in application  

To perform the CRUD operation in activities and fragments use the function empDao(), before inserting the record 

there is need to perform some client side validation so that empty record should not get inserted.  

 
                                              Figure 5: CRUD Operations 
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4.6 Handle Asynchronous Operations: 

Since database operations can be time-consuming, especially on the main thread, handle database queries and other 

operations asynchronously. Room supports asynchronous execution using LiveData, RxJava, or Kotlin Coroutines. 

 

4.7 Display the Data Using RecyclerView 

a) Add RecyclerView in Xml file 

• include a RecyclerView Element in your XML file 

b)  Create Adapter Class of RecyclerView 

• Create a RecyclerView Adapter class of RecyclerView which inherit RecyclerView.Adapter. 

• Override the functions onCreateViewHolder, onBindViewHolder, and getItemCount. 

c) Create ViewHolder Class: 

• Create a ViewHolder class which inherits RecyclerView.ViewHolder. 

• Create the layout for every item in the RecyclerView. 

d) Fetching the data saved from the Room Database (internal storage) to display the record 

• Use ViewModel class to interact with the Room database. 

• Override functions in the ViewModel class to reacquire saved data from the database. 

e) Passing the Data to the Adapter: 

• Reacquire data from the ViewModel and pass it to the RecyclerView Adapter. 

f) Binding Data to the Views: 

• In the onBindViewHolder function of your Adapter, bind the data to the views in each item of the 

RecyclerView. 

g) Setting Adapter to RecyclerView: 

• In your fragment, initialize the RecyclerView, create an instance of Adapter, and set the Adapter to the 

RecyclerView. 

5. OUTPUT 

Research output for Room Database CRUD operations would typically involve documenting and analyzing various 

aspects of the CRUD operations within the context of Room Database, potentially including Performance 

evaluation, Scalability Analysis, concurrency and transaction handling, Error handling and recovery.  Room 

integrates well with other Android development tools like LiveData and ViewModel for managing data lifecycle 

and updates the UI.  
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                                                                          Figure 6 output 

 

 

6 Future Scope 

6.1 Offline Access of Rest API Data  

Room Database provides local storage on the device, allowing users to access data even when they're offline. By 

caching data retrieved from the API, app can continue functioning without an internet connection, enhancing user 

experience and ensuring uninterrupted access to essential information. when the API returns the response 

successfully, save the response in the Room database using the Insert query. The repository returns the LiveData 

object from the Room database which was empty till now. But now it has data in it. So the observer of the LiveData 

gets called [13] 

 

7 Conclusion 

Room Database is an effective and powerful tool for data persistence in Android applications. Its integration with 

SQLite provides robust relational database capabilities while offering higher-level abstractions and improved 

developer productivity. Room Database, such as its support for compile-time verification of SQL queries, LiveData 

for reactive UI updates, and seamless integration with Android architecture components like ViewModel and 

LiveData. Room Persistence Library performs well in all operations. In terms of size, both SQLite and Room 

Persistence Library have satisfactory results 
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