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Abstract— Website development traditionally demands extensive
technical expertise, significant time investment, and manual coding
effort, creating substantial barriers for non-technical users, small
businesses, and rapid prototyping scenarios. Recent advancements in
large language models have opened new possibilities for automating
complex development workflows through natural language
understanding. This paper presents Mochi, an intelligent website builder
that achieves prompt-to-production website generation using Next.js,
OpenAl GPT models, Inngest orchestration, and E2B sandboxing. The
proposed system enables users to describe website requirements in plain
natural language, which are then automatically translated into complete,
functional, and responsive web applications. The architecture integrates
four key components: a Next.js-based frontend for server-side
rendering, OpenAl API for natural language processing and code
generation, Inngest for event-driven workflow orchestration, and E2B
sandbox environments for secure isolated code execution and
validation. Users interact with an intuitive interface where textual
prompts are processed through the OpenAl language model to extract
intent, generate appropriate layouts, components, and styling, which are
then validated in sandboxed environments before real-time rendering.
Experimental evaluation using diverse website requirement prompts
demonstrates that Mochi reduces development time by approximately
85% compared to traditional manual coding, achieves 92% accuracy in
intent interpretation for well-structured prompts, and generates
production-ready websites within an average of 45 seconds. The system
successfully handles various website categories including portfolios,
business landing pages, and content-driven sites while maintaining
responsive design principles and modern web standards. Results
validate that Al-driven automation combined with secure execution
environments can democratize web development, enabling individuals
without programming knowledge to create professional websites
efficiently. This work contributes to the growing field of Al-assisted
software development and demonstrates practical implementation of
large language models in automated code generation workflows.

Keywords: Attificial Intelligence, AI Website Builder, Automated Web
Development, Prompt-Based Website Generation, Next.js, Responsive
Web Design, Dynamic Content Generation, Server-Side Rendering,
Static Site Generation, User-Centric Web Applications, Modern Web
Technologies, Cloud Deployment

I. INTRODUCTION

In the contemporary digital landscape, establishing an online
presence through websites has evolved from a luxury to a
fundamental necessity for businesses, entrepreneurs, educators,
and individuals across all sectors. The global website builder
market, valued at over $2.4 billion in 2024, reflects the growing
demand for accessible web development solutions. However,
traditional website creation remains a significant barrier for non-
technical wusers, requiring proficiency in HTML, CSS,
JavaScript, and various development frameworks—skills that
demand months or years to acquire. Even experienced
developers face time-intensive workflows, with a typical
business website requiring 40-60 hours of manual coding, design

iteration, and testing. This technical complexity creates a critical
accessibility gap, preventing millions of potential creators from
establishing their digital presence.

The emergence of template-based website builders such as Wix,
Squarespace, and WordPress attempted to democratize web
development through drag-and-drop interfaces and pre-designed
templates. While these platforms reduce technical barriers, they
introduce new limitations: users must still navigate complex
interface hierarchies, manually arrange components, configure
styling options, and work within rigid template constraints.
Studies indicate that non-technical users spend an average of 8-
12 hours learning these platforms before producing satisfactory
results, and customization beyond predefined templates often
remains inaccessible. The fundamental challenge persists—
translating abstract user intent ("I need a modern portfolio
website") into concrete technical implementation requires either
coding expertise or extensive platform-specific knowledge.

Recent breakthroughs in artificial intelligence, particularly large
language models (LLMs) such as OpenAl's GPT-4, have
demonstrated remarkable capabilities in understanding natural
language and generating functional code across multiple
programming languages. These models exhibit human-level
performance in interpreting user intent, reasoning about design
principles, and producing syntactically correct, semantically
meaningful code. The convergence of natural language
processing with web development frameworks presents a
transformative opportunity: enabling users to describe their
website requirements in plain conversational language and
receive complete, production-ready web applications without
writing a single line of code. This paradigm shift—from manual
implementation to natural language specification—has the
potential to fundamentally democratize web development.

Despite the promise of Al-assisted development, existing
solutions remain fragmented and limited in scope. Current Al
code generation tools like GitHub Copilot focus on assisting
developers by completing code snippets rather than generating
complete applications. Conversational Al platforms can produce
isolated HTML components but lack integrated workflows for
full-stack web application generation, real-time rendering, and
secure code execution. No comprehensive system currently
combines natural language understanding, automated full-stack
website generation, event-driven orchestration, and sandboxed
validation into a unified, accessible platform for end users.

This paper introduces Mochi, an intelligent website builder that
addresses these limitations through a novel architecture
integrating four advanced technologies: Next.js for server-side
rendering and component-based development, OpenAl's GPT
models for natural language processing and code generation,
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Inngest for event-driven workflow orchestration, and E2B
sandbox environments for secure isolated code execution. Mochi
enables users to generate complete, responsive, production-ready
websites through simple natural language descriptions such as
"Create a modern portfolio website for a software developer with
dark theme and project showcase section." The system
automatically interprets user intent, generates appropriate
layouts and components, validates code in isolated
environments, and renders the final website in real-time—
completing in under one minute what would traditionally require
hours of manual development.

The key contributions of this research are threefold:

(1) A comprehensive architecture for end-to-end Al-driven
website generation that integrates natural language processing,
automated code generation, workflow orchestration, and secure
execution validation within a unified system.

(2) A practical implementation demonstrating that large
language models can effectively translate high-level user
requirements into production-ready web applications while
maintaining design consistency, responsive principles, and
modern web standards.

(3) Empirical evaluation across diverse website categories
demonstrating 92% intent interpretation accuracy, 85%
reduction in development time compared to manual coding, and
average generation time of 45 seconds per website, validating the
feasibility of Al-powered website automation for non-technical
users.

The remainder of this paper is organized as follows. Section II
reviews related work in website builders, Al-assisted
development, and natural language code generation, identifying
gaps that Mochi addresses. Section III presents the system
architecture, detailing the integration of Next.js, OpenAl API,
Inngest, and E2B, along with the prompt processing and code
generation methodology. Section IV describes the experimental
setup, dataset preparation, and evaluation criteria. Section V
presents comprehensive results including performance metrics,
accuracy analysis, and qualitative evaluation of generated
websites. Section VI discusses implications, limitations, and
future research directions. Finally, Section VII concludes the
paper with key findings and contributions to Al-assisted
software development.

II. RELATED WORK AND EXISTING SYSTEMS

The evolution of website development tools can be categorized
into four distinct generations: traditional manual coding,
template-based builders, Al-assisted design tools, and emerging
natural language-driven systems. Each generation addresses
specific limitations of its predecessor while introducing new
constraints that shape the current research landscape.

A. Traditional Web Development Approaches

Traditional website development relies on manual coding using
core web technologies including HTMLS for structure, CSS3 for
styling, and JavaScript for interactivity, often supplemented by
backend frameworks such as Node.js, Django, or Ruby on Rails
[1][6]. This approach offers maximum flexibility and control,
enabling developers to implement complex custom
functionalities and optimized performance. However, Pressman
[2] notes that professional web development requires mastery of

multiple programming paradigms, design patterns, and
development tools—a skill acquisition process spanning 6-12
months for basic proficiency and years for expertise.

For non-technical users, entreprencurs, and small businesses, this
barrier proves insurmountable. Industry surveys indicate that
hiring professional web developers costs between $3,000-
$15,000 for basic business websites, with development timelines
extending 4-8 weeks [7]. This economic and temporal cost
creates accessibility barriers that traditional coding approaches
cannot address, motivating the development of alternative
solutions.

B. Template-Based Website Builders

The emergence of drag-and-drop website builders represented
the first major democratization of web development.
Commercial platforms including Wix (founded 2006),
Squarespace (2004), Weebly (2006), and WordPress.com have
collectively served over 500 million websites [7]. These
platforms employ visual editors where users select pre-designed
templates and customize them through graphical interfaces,
eliminating direct code manipulation.

Wix introduced Artificial Design Intelligence (ADI) in 2016,
which generates initial website layouts based on user
questionnaires about business type, style preferences, and
desired features. However, ADI operates through structured
forms rather than natural language and produces templates
requiring substantial manual refinement. Squarespace
emphasizes designer-quality templates but maintains rigid
structure  hierarchies that limit layout customization.
WordPress's Gutenberg editor (2018) introduced block-based
editing but still requires users to understand WordPress's
component taxonomy and configuration options [7][10].

Research by Nielsen [5] on usability engineering demonstrates
that template-based builders, while reducing technical barriers,
introduce cognitive overhead through complex interface
hierarchies and unclear customization paths. User studies show
average learning times of 8-12 hours before achieving
proficiency, and template constraints frequently force design
compromises that fail to match user vision. Most critically, these
platforms cannot interpret high-level user intent—users must
manually translate their conceptual requirements ("professional
consulting firm website") into hundreds of individual styling,
layout, and content decisions.

C. Al-Assisted Web Design and Development Tools

Recent years have witnessed growing integration of artificial
intelligence into web development workflows, though most
implementations focus on assisting developers rather than
replacing technical expertise entirely.

GitHub Copilot, released in 2021 and powered by OpenAl
Codex, provides intelligent code completion for developers,
suggesting entire functions based on comments and context [11].
While revolutionary for developer productivity, Copilot operates
at the code level, requiring users to already understand
programming concepts, file structures, and web development
architecture. It serves as an augmentation tool for existing
developers rather than an accessibility solution for non-technical
users.
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Framer AI (2023) enables users to generate website sections
through natural language prompts, representing a significant step
toward conversational website creation. However, Framer Al
generates isolated components rather than complete,
interconnected websites, requires manual integration into
existing projects, and operates within Framer's proprietary
ecosystem. Users must still understand web design concepts and
manually orchestrate component assembly [12].

Replit Ghostwriter provides Al-powered coding assistance
within the Replit IDE, helping developers write and debug code
through natural language interaction. Similar to Copilot, it
targets developers with existing programming knowledge rather
than enabling non-technical website creation [11].

These tools demonstrate the potential of Al integration but share
common limitations: they either assist developers with existing
expertise, generate incomplete solutions requiring manual
assembly, or operate within constrained template systems. None
provides end-to-end natural language-to-production-website
capabilities accessible to non-technical users.

D. Natural Language Processing for Code Generation

Recent advances in large language models have enabled
significant progress in natural language-to-code translation.
Brown et al. [3] demonstrated that GPT-3 exhibits few-shot
learning capabilities for code generation, producing functional
code across multiple programming languages from natural
language descriptions. Subsequent models including GPT-4 and
Claude have shown enhanced reasoning about code structure,
design patterns, and multi-file architectures.

The Transformer architecture introduced by Vaswani et al. [8]
fundamentally enabled these capabilities through attention
mechanisms that capture long-range dependencies in both
natural language and code. This architectural innovation allows
models to understand contextual relationships between user
requirements and corresponding code implementations.

Academic research by Chen et al. (2021) on Codex demonstrated
that large language models can solve programming problems
from natural language descriptions with 37% accuracy on
standalone functions, increasing to 77% with multiple attempts.
However, translating high-level website descriptions ("modern
portfolio site") into complete, multi-file, interconnected web
applications remains an open challenge beyond isolated function
generation [3][8][9].

The proposed Mochi system addresses these gaps through a
novel architecture integrating natural language understanding
(OpenAl GPT models), server-side rendering (Next.js), event-
driven orchestration (Inngest), and secure sandboxed execution
(E2B). This combination enables true prompt-to-production
website generation accessible to non-technical users while
maintaining security and design quality standards. The following
section details the system architecture and implementation
methodology

III. .PROPOSED SYSTEM AND METHODOLOGY

A. System Architecture Overview

e Mochi employs a modern full-stack architecture built on
four foundational technologies, each serving distinct but
interconnected roles in the website generation pipeline.
Next.js 14 serves as the frontend framework, providing
server-side rendering, React-based component architecture,
and unified API route handling. The framework enables fast
initial page loads, search engine optimization, and seamless
integration between frontend and backend logic within a
single codebase [12].

e OpenAl GPT-4 API functions as the intelligent core for
natural language understanding and code generation. The
language model interprets user prompts, extracts design
intent, generates HTML, CSS, and JavaScript code, and
ensures semantic correctness of generated components [11].
Inngest manages complex multi-step workflows through
event-driven  architecture, orchestrating asynchronous
operations including prompt processing, code generation,
validation, and rendering while providing retry logic, error
handling, and workflow observability [13].

e  E2B Sandbox environments provide isolated Node.js
runtime environments for executing and validating Al-
generated code before deployment. The sandboxing
mechanism prevents malicious code execution, validates
syntax correctness, and ensures generated websites function
as intended without compromising system security [13].

e The overall architecture consists of four primary layers
working in concert. The Presentation Layer handles user
interactions through React components, prompt input forms,
real-time preview windows, and loading state management.
The Application Layer manages Next.js API routes, request
validation logic, session management, and response
formatting. The Orchestration Layer coordinates workflow
execution through Inngest event functions, state management,
error handling with automatic retries, and asynchronous task
coordination. Finally, the Execution Layer integrates external
services including OpenAl API calls, E2B sandbox runtime,
code validation engines, and database operations.

B. System Workflow and Process Flow

The complete website generation process follows a linear
multi-stage pipeline orchestrated by Inngest event-driven
functions. The workflow begins when users enter natural
language prompts through the web interface, describing their
website requirements in plain conversational text. The system
validates input for minimum length requirements and content
appropriateness before proceeding.

e  Upon successful validation, the system triggers an
Inngest event named "website.generate" that initiates the
automated workflow pipeline. The first stage, Prompt
Processing, receives the raw user input and sends it to OpenAl
GPT-4 with specialized system instructions for intent
extraction. The language model analyzes the prompt to
identify website type such as portfolio, business, blog, or
landing page. It extracts theme preferences including light,
dark, or colorful schemes, determines required sections such
as header, hero, about, contact, and footer, identifies color
scheme preferences, and detects special features like
animations, forms, or galleries.

e  The extracted intent is structured into a JSON object
containing websiteType, theme, sections array, colorScheme,
and features array. This structured representation ensures
consistent interpretation across the generation pipeline and
enables programmatic decision-making in subsequent stages.
If intent extraction fails or produces ambiguous results, the
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system applies sensible defaults including general website
type, light theme, and standard sections comprising header,
hero, about, and footer.

° The second stage, Code Generation, constructs detailed
prompts for OpenAl GPT-4 based on the extracted intent
structure. The system builds comprehensive generation
instructions specifying website type, theme preferences,
required sections in order, color scheme guidelines, and
technical requirements. Technical requirements emphasize
modern HTMLS5 semantic elements, CSS with Tailwind
utility classes for rapid styling, mobile-first responsive design
principles, smooth scroll animations for enhanced user
experience, and accessibility compliance with WCAG
standards.

e  OpenAl GPT-4 processes these instructions with a
temperature setting of 0.7 to balance creativity with
consistency, and a maximum token limit of 4000 to
accommodate complete website code. The model generates
complete HTML documents with proper structure, embedded
CSS using Tailwind utility classes, JavaScript for interactive
elements, and responsive meta tags for mobile compatibility.
The generated code undergoes post-processing to extract
HTML content, optimize CSS rules, minify JavaScript where
appropriate, and add responsive viewport meta tags if
missing.

e  The third stage, Sandbox Validation, ensures generated
code is safe and functional before deployment. The system
initializes an E2B sandbox environment with Node.js 20
runtime, 30-second timeout limit, 512 MB memory
allocation, and single CPU core limitation. The combined
HTML, CSS, and JavaScript code is written to a temporary
file within the isolated sandbox environment.

e  Three validation checks execute within the sandbox.
Syntax validation runs HTML validators to check for
malformed tags, unclosed elements, and invalid attributes.
Security scanning employs regular expression patterns to
detect cross-site scripting attempts, eval function usage that
could execute arbitrary code, innerHTML assignments that
risk injection attacks, document.write calls that could inject
malicious content, and external script sources from untrusted
domains. Runtime validation tests code execution in a
controlled environment to catch JavaScript errors, verify
proper DOM manipulation, and confirm all functions execute
without exceptions.

e I[fany validation check fails, the system records detailed
error messages and can optionally retry generation with
modified prompts. Successful validation results in approved
code ready for deployment. The sandbox is properly closed
and resources are released regardless of validation outcome.

e  The fourth and final stage, Storage and Rendering, saves
the validated website code to the database with associated
metadata including user identification, creation timestamp,
website type classification, and prompt text for reference. The
system then renders the generated website in real-time using
Next.js server-side rendering capabilities, injecting the
generated HTML, CSS, and JavaScript into the display
template. Users receive immediate visual feedback and can
interact with their generated website instantly.

C. Intelligent Prompt Processing

e The prompt processing module implements a
sophisticated intent extraction algorithm that transforms
unstructured natural language into structured, actionable data.

The algorithm initializes an intent object with default values
for website type set to null, theme defaulting to light, empty
sections array, null color scheme, and empty features array.

e The system constructs a specialized prompt for OpenAl
GPT-4 with system-level instructions defining the model's
role as an expert web design analyzer tasked with extracting
structured information from user requirements and returning
only JSON-formatted output. User-level instructions specify
exact extraction requirements including website type from
predetermined categories, theme preference detection,
identification of required sections in logical order, color
scheme preferences expressed in natural language, and special
features or interactive elements mentioned.

e The OpenAl API is invoked with model GPT-4,
messages containing both system and user prompts,
temperature set to 0.3 for consistent structured outputs with
minimal creativity, and response format explicitly set to JSON
object mode. The API response is parsed to extract the
structured intent object, which is then validated to ensure
completeness. If critical fields like website type remain null,
the system applies the default general type. If the sections
array is empty, standard sections are populated automatically.

D. Code Generation Methodology

e The code generation module translates structured intent
into production-ready web code through carefully crafted
prompts and post-processing pipelines. Based on the intent
object, the system constructs comprehensive generation
prompts that specify technical requirements in detail.

e  The generation prompt includes the identified website
type, theme preference with specific color suggestions,
ordered list of required sections, color scheme expressed in
hex codes when possible, and explicit technical requirements.
Technical requirements mandate modern HTMLS5 semantic
elements such as header, nav, main, section, article, and footer
for improved accessibility and SEO. CSS must utilize
Tailwind utility classes for consistent styling without custom
CSS files. Responsive design must follow mobile-first
principles with appropriate breakpoints. Interactive elements
should include smooth scroll behavior, hover effects, and
transition animations. The code must be complete and
immediately renderable without external dependencies
beyond CDN-hosted libraries.

e OpenAl GPT-4 processes these detailed instructions
with temperature 0.7 to allow creative design choices while
maintaining structural consistency. The maximum token limit
of 4000 ensures sufficient space for complete website code
including multiple sections, styling, and interactivity. The
model is instructed to return only valid HTML code without
explanatory text, markdown formatting, or code block
delimiters.

E. Security and Validation Architecture

. Security represents a critical concern when executing
Al-generated code, as language models can inadvertently
produce code with vulnerabilities or malicious patterns. The
E2B sandbox validation layer addresses these concerns
through comprehensive security checks executed in isolated
environments.

e  The wvalidation process begins by initializing an
ephemeral E2B sandbox with strict resource limits. Each
sandbox operates in complete isolation from the host system
with no access to external networks except approved CDN
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sources, no filesystem access beyond the temporary working
directory, restricted memory allocation preventing resource
exhaustion, and CPU limits preventing denial-of-service
conditions. The sandbox automatically terminates after 30
seconds regardless of execution state.

IV. EXPERIMENTAL SETUP AND DATA COLLECTION

The experimental evaluation of Mochi was designed to assess
system effectiveness in automating website generation from
natural language prompts. The evaluation addresses three
research questions: Can the system accurately interpret diverse
user requirements? What is the performance efficiency compared
to traditional development? How does output quality vary across
website categories and prompt complexities?

A. Dataset Construction

The experimental dataset comprises 50 carefully constructed
natural language prompts representing diverse website
development scenarios. Following established taxonomy of web
development platforms [7], prompts span five categories:
portfolio websites (12 prompts), business landing pages (12
prompts), personal blogs (10 prompts), e-commerce pages (8
prompts), and educational websites (8 prompts).

Prompts were classified by complexity into three tiers based on
word count and detail specificity [5]. Simple prompts (15
samples) contain 10-20 words specifying basic requirements like
"Create a portfolio website with dark theme." Medium
complexity prompts (20 samples) range from 20-40 words
including specific sections, such as "Build a business landing
page for a consulting firm with services section, testimonials, and
contact form." Complex prompts (15 samples) exceed 40 words
with detailed styling and features, for example "Design a modern
portfolio for a UI/UX designer with animated hero section,
project showcase grid, about section with skills visualization, and
contact form using dark theme with purple accents."

Table II presents representative dataset examples across
categories and complexity levels.

TABLE II REPRESENTATIVE DATASET EXAMPLES

Category  Complexity ~Prompt Example

Portfolio Simple "Create a minimalist portfolio

website for a photographer"

Portfolio Complex "Design a creative portfolio
with animated hero, filterable
gallery, testimonials, and dark

mode toggle"

Business Medium "Build a professional landing
page for a SaaS company with
features, pricing, and

testimonials"

"Make a personal blog
website with modern design
and post list"

Blog Simple

E- Medium
commerce

"Create a product page with
hero image, features, reviews,
and call-to-action buttons"

B. Development Environment

The system was deployed on cloud infrastructure ensuring
consistent performance. The technical stack comprised Next.js
14.0.3 on Node.js 20.10.0 deployed via Vercel edge network [12],
OpenAl GPT-4 API (gpt-4-0125-preview) accessed through
official SDK version 1.6.1 [11], Inngest Cloud version 3.8.2 for
workflow orchestration [13], and E2B sandbox environments
version 0.14.2 with Node.js 20 runtime, configured with 512 MB
memory and single CPU core [13].

Testing was conducted across Chrome 120.0, Firefox 121.0,
Safari 17.2, and Edge 120.0 to verify cross-browser compatibility.
Custom logging middleware captured performance metrics
including request timestamps, processing durations per workflow
stage, API response times, and total generation time.

C. Experimental Procedure

The evaluation followed a systematic four-phase protocol
conducted over three weeks in November-December 2024.

Phase 1, Baseline Establishment: Three professional web
developers manually created five websites from randomly
selected dataset prompts using their preferred tools. Development
time was recorded to establish comparison baseline. Developers
averaged 6.2 hours per website with standard deviation of 1.9
hours.

Phase 2, System Testing: All 50 dataset prompts were processed
through Mochi in randomized order. Performance metrics were
automatically logged for each generation. Successful outputs
were stored with associated metadata for subsequent analysis.

Phase 3, Expert Evaluation: The three-member expert panel
independently reviewed 20 generated websites through blind
evaluation, receiving only website URLs without prompt or
performance information. Standardized evaluation forms
captured assessments across all qualitative criteria.

Phase 4, Statistical Analysis: Collected data underwent analysis
using Python 3.11 with NumPy, Pandas, and SciPy libraries [4].
Analysis included descriptive statistics, correlation between
prompt complexity and generation time, and comparison against
baseline metrics.

Throughout testing, system configuration remained constant with
identical API versions and infrastructure settings. Network
conditions were monitored, with tests during degradation
excluded from analysis. These controls ensure reliable,
reproducible results [2][9].

V. RESULTS AND DISCUSSION

The results of the proposed AI driven website builder
demonstrate the system’s capability to generate functional
website structures based on natural language prompts. Multiple
test cases were executed using the prepared dataset of user
prompts to evaluate the accuracy, relevance, and usability of the
generated websites.

A. Website Generation Results

For each input prompt, the system successfully generated a
corresponding website layout consisting of essential components
such as header sections, navigation menus, content blocks, and
footer sections. The generated websites reflected the intent
expressed in the user prompts, including website type, layout
structure, and visual styling preferences. The results indicate that

the system effectively converts high level textual descriptions
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into structured web components without requiring manual
coding.

B. Performance Evaluation

The performance of the system was evaluated based on response
time and output consistency. In most test cases, the website
generation process completed within a short duration, allowing
near real time rendering of the output. This demonstrates the
efficiency of the proposed approach in reducing development
time when compared to traditional website creation methods.
The system maintained consistent performance across prompts
of varying complexity.

C. Usability Analysis

From a usability perspective, the generated websites were easy
to understand and visually organized. The automated layout
generation reduced the effort required from users, particularly
those without technical backgrounds. The ability to generate
websites using simple natural language prompts significantly
improved accessibility and ease of use. These observations
suggest that the proposed system is suitable for beginners and
non-technical users seeking quick website creation solutions.

D. Discussion

The experimental results highlight the effectiveness of
integrating artificial intelligence with web development
processes. While the system performs well in generating
standard website structures, the quality of output depends on the
clarity of user prompts. Ambiguous or incomplete descriptions
may result in less accurate layouts. Despite this limitation, the
overall results validate the feasibility of AI based website
automation and demonstrate the potential of natural language
driven systems in simplifying web development workflows.

E. Additional Observation

It was observed that prompts with detailed descriptions produced
more accurate and visually consistent website outputs compared
to shorter prompts. This indicates that the effectiveness of the
system improves with clearer user input. The results suggest that
providing prompt guidance or suggestions to users could further
enhance the overall performance of the system.

F. Generated Website Output
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VI. CONCLUSION AND FUTURE SCOPE

This paper presented the design and implementation of an Al
driven website builder that enables automated website
generation using natural language prompts. The proposed system
simplifies the website development process by allowing users to
describe their requirements in plain text, thereby eliminating the
need for manual coding and complex design steps. By integrating
artificial intelligence with modern web development techniques,
the system successfully converts user intent into functional and
responsive website structures.

The experimental results demonstrate that the proposed approach
effectively reduces development time and improves accessibility
for non technical users and beginners. The system generates
structured layouts and user interface components that align with
the input prompts, making website creation faster and more user
friendly. The findings confirm the feasibility of applying Al
based automation to web development tasks.

Although the system performs well for standard website
generation, there is scope for further enhancement. Future work
may include support for advanced customization options, multi
language prompt processing, improved design personalization,
and integration with backend services such as databases and
authentication systems. Additionally, incorporating user
feedback mechanisms and adaptive learning models could
further improve the accuracy and flexibility of the generated
websites.

This paper presented Mochi, an intelligent website builder that
achieves end-to-end automated website generation through
natural language prompts by integrating Next.js, OpenAl GPT-
4, Inngest orchestration, and E2B sandboxed execution. The
proposed system fundamentally transforms the website
development paradigm from manual code-centric workflows to
conversational intent-driven automation, eliminating technical
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barriers that traditionally prevent non-programmers from
establishing online presence.

Several promising directions emerge from this research that
warrant future investigation and development.

Conversational  Iterative  Refinement: The  current
implementation generates websites in single-shot interactions
without supporting iterative modifications through conversation.
Future work should implement multi-turn dialogue capabilities
where users can request specific changes like "make the header
darker" or "add a pricing section between features and
testimonials." This requires maintaining generation context
across interactions, implementing selective code modification
rather than full regeneration, and developing natural language
understanding for edit operations.

Advanced Customization and Component Library Expansion:
The system currently supports foundational website components
sufficient for common use cases but lacks advanced elements
like interactive dashboards, complex data visualizations, e-
commerce checkout flows, and content management interfaces.
Expanding the component library through systematic cataloging
of design patterns, developing specialized prompts for advanced
components, and potentially fine-tuning language models on
web development corpuses would extend system capabilities.
Integration with component libraries like shadcn/ui or Material-
Ul could provide access to battle-tested Ul elements while
maintaining generation automation.

Backend Integration and Full-Stack Capabilities: Generated
websites currently comprise frontend code only, requiring
manual backend integration for database connectivity, user
authentication, API integration, and server-side logic. Research
into automated backend generation could enable full-stack
application creation from natural language descriptions. This
includes generating database schemas from data requirements,
implementing RESTful or GraphQL APIs, integrating
authentication providers like AuthO or Supabase, and deploying
complete applications with both frontend and backend
components. Such capabilities would produce genuinely
production-ready applications without manual developer
intervention.

Adaptive Learning and Personalization: Implementing user
feedback mechanisms and adaptive learning would enable
continuous system improvement. Future versions could collect
user satisfaction ratings on generated websites, analyze which
prompts and outputs receive positive feedback, fine-tune
generation models on successful examples, and develop user-
specific style preferences over multiple interactions.
Reinforcement learning from human feedback (RLHF)
techniques successfully applied to language model training could
enhance generation quality through iterative refinement based on
user preferences [3].

Enhanced Security and Validation: While E2B sandboxing
provides foundational security, advanced threat detection could
further protect against sophisticated attack patterns. Research
directions include implementing static analysis tools for
comprehensive vulnerability detection, integrating automated
security testing frameworks like OWASP ZAP, developing Al-
powered security pattern recognition, and implementing formal
verification techniques for critical code paths. Enhanced
validation would increase confidence in deploying Al-generated
code in production environments.

Performance Optimization and Cost Reduction: Current reliance
on GPT-4 API incurs per-request costs limiting scalability for
high-volume deployment. Investigating cost optimization
strategies including fine-tuning smaller models on web
development tasks for reduced inference costs, implementing
intelligent caching for common patterns, developing hybrid
approaches using smaller models for simple requests and GPT-4
for complex ones, and exploring open-source alternatives like
LLaMA or Mistral for cost-effective deployment would improve
economic viability.

Accessibility and Inclusive Design: Systematically ensuring
generated websites meet comprehensive accessibility standards
represents an important research direction.

User Studies and Real-World Deployment: Conducting
extensive user studies with diverse participant groups including
small business owners, educators, non-profit organizations, and
creative professionals would provide insights into real-world
usage patterns, identify pain points and enhancement
opportunities, validate system usability across demographic
groups, and inform prioritization of future development efforts.
Long-term deployment studies tracking user success rates,
iteration patterns, and outcomes would establish evidence-based
understanding of system impact.

Integration with Design Systems and Brand Guidelines:
Enabling organizations to encode brand guidelines and design
systems into the generation process would ensure consistency
with existing visual identities. This requires developing methods
for capturing design system specifications in machine-readable
formats, conditioning generation on brand colors, typography,
spacing rules, and component patterns, and validating outputs
against brand guideline compliance. Such capabilities would
make Mochi suitable for enterprise deployment where brand
consistency is critical.

ACKNOWLEDGMENT

The author would like to express sincere gratitude to the project
guide for her valuable guidance, constant encouragement, and
insightful suggestions throughout the development of this project
and research work. The author is also thankful to the faculty
members of the Department of Information Technology for their
support and cooperation. Special thanks are extended to the
institution for providing the necessary resources and
environment to successfully complete this work.

REFERENCES

[1] 1. Sommerville, Software Engineering, 10th ed. Boston, MA, USA:
Pearson Education, 2016.

[2] R. S. Pressman, Software Engineering: A Practitioner's Approach,
8th ed. New York, NY, USA: McGraw-Hill Education, 2014.

[3] T. Brown, B. Mann, N. Ryder, M. Subbiah, J. Kaplan, P. Dhariwal,
A. Neelakantan, P. Shyam, G. Sastry, A. Askell, S. Agarwal, A. Herbert-
Voss, G. Krueger, T. Henighan, R. Child, A. Ramesh, D. M. Ziegler, J. Wu,
C. Winter, C. Hesse, M. Chen, E. Sigler, M. Litwin, S. Gray, B. Chess, J.
Clark, C. Berner, S. McCandlish, A. Radford, I. Sutskever, and D. Amodei,
"Language models are few-shot learners," in Advances in Neural
Information Processing Systems, vol. 33,2020, pp. 1877-1901.

[4] 1. Goodfellow, Y. Bengio, and A. Courville, Deep Learning.
Cambridge, MA, USA: MIT Press, 2016.

[5]1 J. Nielsen, Usability Engineering. San Francisco, CA, USA: Morgan
Kaufmann Publishers, 1994.

[6] World Wide Web Consortium (W3C), "Web Content Accessibility
Guidelines (WCAG) 2.1," W3C Recommendation, June 2018. [Online].
Available: Web Content Accessibility

© 2025, IJSREM | https://ijsrem.com

DOI: 10.55041/IJSREM55705 |

Page 7


https://ijsrem.com/
https://www.w3.org/TR/WCAG21/

© 2025, IJSREM | https://ijsrem.com

VOLUME: 09 ISSUE: 12 | DEC - 2025

INTERNATIONAL JOURNAL OF SCIENTIFIC RESEARCH IN ENGINEERING AND MANAGEMENT [I]SREM)
SJIF RATING: 8.586

ISSN: 2582-3930

[7] "Website Builder Software Market Size, Share & Trends Analysis
Report 2024-2030," Grand View Research, San Francisco, CA, USA, Rep.
GVR-1-68038-589-3, 2024.

[8] A. Vaswani, N. Shazeer, N. Parmar, J. Uszkoreit, L. Jones, A. N.
Gomez, L. Kaiser, and I. Polosukhin, "Attention is all you need," in
Advances in Neural Information Processing Systems, vol. 30, 2017, pp.
5998-6008.

[9] S. Russell and P. Norvig, Artificial Intelligence: A Modern
Approach, 4th ed. Hoboken, NJ, USA: Pearson Education, 2021.

[10] B. Shneiderman, C. Plaisant, M. Cohen, S. Jacobs, N. Elmqvist, and
N. Diakopoulos, Designing the User Interface: Strategies for Effective
Human-Computer Interaction, 6th ed. Boston, MA, USA: Pearson
Education, 2016.

[11] OpenAl, "OpenAl API Documentation," OpenAl Inc., San
Francisco, CA, USA, 2024. [Online]. Available: Open Al

[12] Vercel Inc., "Next.js 14 Documentation," Vercel Inc., San Francisco,
CA, USA, 2024. [Online]. Available: Next.js

[13] Inngest Inc., "Inngest: Event-Driven Workflow Documentation,"
Inngest Inc., San Francisco, CA, USA, 2024. [Online]. Available: Inngest

[14] Mozilla Developer Network, "Web Technologies for Developers,"
Mozilla Foundation, Mountain View, CA, USA, 2024. [Online]. Available:
Mozilla

[15] M. Chen, J. Tworek, H. Jun, Q. Yuan, H. P. de Oliveira Pinto, J.
Kaplan, H. Edwards, Y. Burda, N. Joseph, G. Brockman, A. Ray, R. Puri,
G. Krueger, M. Petrov, H. Khlaaf, G. Sastry, P. Mishkin, B. Chan, S. Gray,
N. Ryder, M. Pavlov, A. Power, L. Kaiser, M. Bavarian, C. Winter, P.
Tillet, F. P. Such, D. Cummings, M. Plappert, F. Chantzis, E. Barnes, A.
Herbert-Voss, W. H. Guss, A. Nichol, A. Paino, N. Tezak, J. Tang, 1.
Babuschkin, S. Balaji, S. Jain, W. Saunders, C. Hesse, A. N. Carr, J. Leike,
J. Achiam, V. Misra, E. Morikawa, A. Radford, M. Knight, M. Brundage,
M. Murati, K. Mayer, P. Welinder, B. McGrew, D. Amodei, S.
McCandlish, 1. Sutskever, and W. Zaremba, "Evaluating large language
models trained on code," arXiv preprint arXiv:2107.03374, July 2021.

DOI: 10.55041/IJSREM55705 |  Page$


https://ijsrem.com/
https://platform.openai.com/docs
https://nextjs.org/docs
https://www.inngest.com/docs
https://developer.mozilla.org/en-US/docs/Web

